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Abstract—Contribution: This study employs the automatic scoring of short essays as a novel way to determine pre-service teachers’ knowledge of and attitudes towards computational thinking (CT) from their written reflections. Implications about designing CT courses for pre-service teachers are discussed. Background: CT is an essential 21st-century competency that supports the development of problem-solving skills. Inspired by computing science problem-solving practices, CT should transcend disciplines, but few universities or colleges include CT courses or CT content in their core courses. It is also difficult to know what pre-service teachers think about CT and their role in promoting it. Research Questions: Do pre-service teachers’ coding reflections reveal any important information about their knowledge of, skills in, and attitudes towards computational thinking? Methodology: Traditional qualitative techniques based on human raters are impractical in analyzing hundreds of essays. Topic modeling, an unsupervised machine learning modeling technique, was employed to extract topical features from participants’ reflections. In one section of an undergraduate Introduction to Educational Technology course offered at a large university in Western Canada, n = 139 pre-service teachers wrote a short reflection on their experience following a 20-hour Accelerated Intro to Computer Science Code.org course. Topics were identified by analyzing contextual trends in participants’ written reflections. Findings: Results showed that pre-service teachers’ reflections included CT concepts, practices, and perspectives. Specifically, participants connected the coding activity to prior knowledge and experiences.
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I. INTRODUCTION

ADDRESSING complex contemporary societal issues increasingly requires innovative problem-solving skills, interdisciplinarity, and technological expertise [1]. Computational thinking (CT), a 21st-century competency that promotes a powerful new way of thinking inspired by computing science [2], [3], holds the promise of preparing learners to solve these types of complex problems. CT is defined as a set of problem-solving thought processes that can be carried out by an information processing agent, and is considered a fundamental skill that everyone will use by the middle of the 21st century [4]-[8] and that will help thinkers from all disciplines [6], [9], [10].

Integrating CT across the K-12 curriculum is imperative [11], as it has deep ramifications for developing knowledgeable, innovative future generations. It is believed that CT is most effective when introduced at an early age (i.e., in elementary and early secondary education), preferably before students learn a programming language [12]. Also, STEM career choices have been associated with interest in STEM fields in middle school [13] and high school [14]. One way to ensure a smooth integration is to expose teachers to CT principles in teacher education courses [15]. Although several research studies conducted recently have focused on K-12 students, it is still not known to what extent pre-service teachers are prepared to teach and model CT skills and strategies to their students, especially as CT is already becoming increasingly integrated in the K-12 curriculum around the world [16]. Moreover, a review of teaching and learning CT revealed an acute need to prepare teachers to integrate CT into their pedagogy [17], particularly with respect to integrating CT into classroom practices [18], [19]. Additionally, most CT teacher interventions are conducted for in-service computing science teachers, with a few notable exceptions [20]. Positive results regarding the perception and understanding of CT were reported in some intervention studies with in-service teachers [21], [22]. Lastly, few studies have rigorously examined the assessment of CT [23].

More interventions geared towards non-computing science majors are needed, if CT is to be adopted across different subjects in K-12 [17]. However, even after such interventions are conducted, examining the computational content of the written samples of large groups of pre-service teachers manually is time consuming, and can be subjective and error prone. Without specialized tools to extract meaning and themes from such large-scale text collections, it is difficult to understand the general themes that could emerge from CT interactions. Moreover, every new written reflection can be identified with more than one theme, which makes manual tasks
of theme extraction even more impractical. Assessing the strengths and weaknesses of pre-service teachers’ understanding of CT is an important consideration, if CT is to be adopted widely in the K-12 curricula. Assessing open-ended student work automatically in a post-secondary educational environment has become increasingly important as the budget for augmenting instructional teams to mark student assessments has shrunk. This study aimed to understand and characterize the CT understandings of a large sample of pre-service teachers by examining their written reflections after having completed the Accelerated Intro to Computer Science course offered by Code.org. This type of activity is often included in the Hour of Code (hourofcode.com) annual event held in over 180 countries during the Computer Science Education Week, to spark individuals’ interest and participation into computing science and to demystify and popularize coding. This research poses the following question: Do pre-service teachers’ coding reflections reveal any important information about their knowledge, skills, and attitudes on computational thinking?

To answer this question, topic modeling was proposed as an exploratory educational research tool to make sense of pre-service teachers’ written reflections. Topic models are used to identify topics or themes that emerge from a collection of documents by analyzing the statistical distribution of words across these documents. The advantage of the topic model approach is its automated ability to reflect the properties of written documents, to extract topics that explain the dataset, and to answer questions based on large-scale written productions in a low-cost, timely, and efficient manner, without human intervention. This approach discovers topics in pre-service teachers’ reflections, aiming to enhance current understandings of the common themes they use to express their thoughts about CT. Increased educator awareness of the importance of teaching CT to students can lead to increased opportunities for students to engage meaningfully with their digital environments.

II. THEORETICAL FRAMEWORK AND RELATED WORK

This research draws on the theoretical framework of topic modeling to guide the data analysis in this study. Topic modeling derives from the idea that texts include a hidden topic structure or a latent variable that causes a departure from a random expected word usage [24]. A topic modeling algorithm is a tool that helps uncover these hidden structures embedded in text. As the main topic in this work is exploring pre-service teachers’ views on CT, this section focuses on the conceptual framework underpinning CT, and the related applications of topic modeling in education.

A. Computational Thinking

Computational thinking (CT) is regarded as a unique set of problem-solving processes that should be a part of all K-12 students’ analytical ability in the 21st century, with applications well beyond computing. The CT conceptual framework falls under the computing paradigm that highlights cognitive abilities focused on information processing [25], which include problem-solving skills. Specifically, information processing tasks can be solved in a systematic way by employing logical reasoning and abstract thinking [26]. In 2006, Jeannette Wing drew attention to CT [5], later redefining it as an approach to “solving problems, designing systems, and understanding human behavior, by drawing on the concepts fundamental to computer science” [6]. She expanded CT as “the thought processes involved in formulating problems and their solutions so that the solutions are represented in a form that can be effectively carried out by an information-processing agent” [27]. In addition to computation or algorithmic thinking, CT skills include core concepts from computing science: subgoaling (breaking down complex problems into simpler parts or decomposition), abstraction (deciding which problem details are essential), and data representation (displaying data in different forms)—all of which can be carried out with or without a machine [28]. More generally, the four pillars of CT are considered to be decomposition, abstraction, algorithmic thinking, and debugging [6], [15], [20], [28], [29].

CT was also articulated as a three-dimensional competency [3], [30] composed of concepts (e.g., data, sequencing, loops, conditionals, etc.), practices (iterative development, testing and debugging, reusing, and abstracting and modularizing), and perspectives (e.g., interpersonal and intrapersonal relationships). This approach, adopted in this paper, was informed by the CS Principles of CT of the College Board and the National Science Foundation (NSF), developed around the seven big ideas of computing: creativity, abstraction, data, algorithms, programming, interconnectivity, and innovation.

Researchers have long underscored the importance of CT at the post-secondary level [31], [32]. Recently, several studies were conducted to ascertain teachers’ level of understanding of CT. Previously, a study that designed and assessed CT modules for pre-service teachers found that introducing CT in education courses can aid participants’ understanding of CT concepts [20]. Even in general undergraduate populations, the introduction of CT in science courses was shown to improve students’ attitude and interest in computing courses [33]. However, in contrast with this research, these assessments of participants’ view of CT were conducted using human raters.

B. Topic Modeling in Education

Topic modeling is a statistical framework that was initially developed as a natural language processing tool to make unsupervised inferences of the latent topics in text collections. A topic model extracts topics or word probability distributions from a text according to a ranking of all distinct words deemed relevant to each topic, resulting in collections of meaningfully-related words. The profile of all the tokens (words) assigned to a topic is examined to understand that topic.

Several approaches to topic modeling have been proposed [34]. First, a linear algebra approach called latent semantic analysis (LSA) was proposed [35], followed by probabilistic approaches, such as the probabilistic latent semantic analysis or pLSA [36]. For instance, the foundational probabilistic topic model Latent Dirichlet Allocation (LDA) [37]-[39] is one of the most popular topic modeling methods building on pLSA. LDA constitutes a generative unsupervised model, using the Dirichlet probability distribution to draw the topics of the topic model.
LDA assumes that each document is generated by a mixture distribution of different topics, and that each topic is a distribution of different tokens (i.e., words). At a higher level, the LDA approach assigns each token a random topic. Then, it iterates through all the tokens and updates their assignment to a topic to minimize the occurrence of tokens across many topics, while preserving the contexts of those tokens that tend to appear together in documents. This method generates a model of topics as a description of the words that are likely to occur together. More specifically, LDA assumes that any document is generated in four major steps: 1) determine the number of words in a document, 2) choose a mixture distribution of different topics, 3) choose a topic for each word based on the mixture distribution, and, finally, 4) choose a word from that topic. For example, suppose there is a document about a cat. LDA will follow these steps: first, it will generate a number of words for a document (e.g., 500); second, it will generate a mixture distribution of topics (e.g., 40% about cats, 40% about dogs, and 20% about birds); third, it will choose a topic for each of the 500 words (e.g., the first word’s topic is dog); finally, it will choose a word from each of the 500 topics generated in step three (e.g., for the first word, ‘Husky’ is sampled from the topic of dog).

In practice, LDA parameters are often estimated using the Gibbs sampling to learn the topic model [40]. As mentioned above, topic assignments are performed randomly. Initially, each word has an equal probability of being associated with any of the determined number of topics. With each iteration, the topic assignments per word are adjusted to reflect the probabilistic model of the data, ultimately converging to specific themes. Recently, LDA has been widely used in educational data mining [34] in the analysis of student discourse [41], and also to identify distinct themes of study and classify students according to course enrollments [42]. There are two major applications of LDA. First, it is used as a topic modeling tool to uncover topics from text data—for example, extracting topics from subtitles of online lectures and ranking the importance of those topics [43]. Results are used to automatically indicate to an interested learner the key concepts that the lectures cover. A second common application of LDA is a feature-extraction tool. After important features (topics) are extracted from text data, they can be used to classify or predict certain outcomes of interest—for example, researchers used LDA to extract important features from online course questions and applied support vector machines to predict the learning outcomes of these questions based on the extracted features [44].

III. METHODS

A. Participants and Procedure

Participants were n = 139 pre-service teachers (95 females, 43 males, and 1 undisclosed) out of 219 students enrolled in a section of a large undergraduate introductory educational technology course at a research-intensive university in Western Canada taught by the first author in Winter 2018. The course introduces future K-12 teachers to basic concepts and principles of using technology to transform teaching and learning, as well as issues and trends in educational technology. Participants provided online informed consent at the beginning of the class. Participants’ distribution in the program was: 46 in Year 1, 59 in Year 2, 32 in Year 3, 1 in Year 4, and 1 not set (i.e., enrolled in open studies), with 41 being Elementary students, 97 being Secondary students, and 1 not set. On the pre-test administered on the first day of class to collect demographic information, only 17 students reported that they had heard the term “computational thinking” before the study. However, when prompted to define computational thinking, most students described it as using technology to learn. That lack of a precise definition of CT was reminiscent of the control condition in a study that sampled pre-service teachers, where only the treatment group received a CT module intervention [20]. Of these students, only ten viewed CT as a problem-solving systematic thinking process.

The platforms supporting this study were Code.org and Moodle. First, as part of their course assignment, participants spent 20 hours during the first two months of the term individually completing the Accelerated Intro to Computer Science course offered by Code.org, which took students through 98 steps and several levels of learning. At each step, participants were given a block-based visual programming scenario to solve; some scenarios were based on the player’s ability to combine actions in a specific order, others required the player to use conditional statements or iterations, or to abstract out a code sequence into a function, so as to move a virtual character from one point to another in a maze-like environment. The students were free to solve the game levels in any preferred order. Second, they were then required to upload an up to 500-word reflection on their experience onto the Moodle-supported course learning management system. Students received a mark only if they submitted the reflection. They were given two prompts to help structure and guide their reflections:

- Reflect on the knowledge, skills, and attitudes that you learned while playing through the Code.org activity. Specifically, what aspects of knowledge, skills, and attitudes were highlighted by the Code.org activity? What were you expecting before you started? What aspects did you find enjoyable, easy, or difficult? How did you feel as you went through the activity?
- Classroom use: How would you use this activity in your own classroom? What would you like your future students to learn from this activity?
B. Data Analyses

Topic modeling was employed to extract the essence of the reflections written by the pre-service teachers about their coding experience, in search of any evidence of CT skills or attitudes. This method addresses the main research question of revealing information about pre-service teachers’ knowledge, skills, and attitudes on computational thinking. Instead of assigning an entire reflection to a topic, LDA was used to assign each word in each reflection to a topic, regardless of the order of the words in each reflection. This produces a distribution of topic assignments for each reflection as well as a probabilistic distribution of words for each topic. The reflections were up to 500 words long, but LDA is not sensitive to the length. Thus, the topic model probabilistically associates each reflection with latent topics via the words contained in that reflection. In the analysis, each participant was represented by their reflection. Topic modeling associates participants and their words with the latent topics revealed.

Before topic modeling, participants’ reflections were preprocessed in Python 3.6. First, all words were changed to lowercase, and punctuation and English stop words that do not carry meaning (e.g., “the”, “a”, “of”) were removed from the text, as they do not contribute to topic modeling and add noise to the topic identification process. Next, each word was lemmatized to its dictionary form (e.g., ‘apples’ was lemmatized into ‘apple’) to make the vocabulary list more concise. Rare vocabularies (words used less than twice in the text) were removed from the data because, statistically, they did not contribute to topic analysis. Finally, each reflection was converted into a frequency vector for all the remaining vocabularies. This step is necessary, as each participant is assigned to the topic that appeared most frequently in that participant’s reflection. All the data preprocessing procedures were conducted using the Python NLTK library [45].

After data preprocessing, the Latent Dirichlet Allocation (LDA; [37]) unsupervised machine learning technique, using the Python LDA 1.0.5 library was used to extract topics from students’ reflections. In LDA, each topic feature computes the frequency of words in an utterance statement, matching its corresponding topic dictionary. One parameter that needs to be provided to the topic modeling algorithm is an appropriate number of topics. There are no statistical methods that can definitively determine the number of topics, although there are methods for automatic inference of optimal values [46]. Thus, the number of topics was determined according to the ease of interpretation and visualization. Five to ten topics were extracted and the number of topics that led to the best interpretation constituted the final number of topics. The next section displays the most representative sentences for each topic. An abridged version of each topic was extracted from the original data as the most representative sentences in the text, using the gensim NLP summarization algorithm [47], which is based on ranks of text sentences using a variation of the similarity function of the TextRank algorithm [48]. One way to summarize a topic model is to extract the words that are most probable in the context of a given topic for a set of representative “topic keys”.

<table>
<thead>
<tr>
<th>Topic</th>
<th>Top 10 key words</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Computer, course, science, learning, basic, programming, understanding, computational, logic, believe</td>
</tr>
<tr>
<td>2</td>
<td>Code, activity, knowledge, game, video, easy, ability, thinking, student, puzzle</td>
</tr>
<tr>
<td>3</td>
<td>Assignment, way, code, think, really, fun, complete, different, difficult, program</td>
</tr>
<tr>
<td>4</td>
<td>Level, able, task, complete, basic, quite, order, way, angle, function</td>
</tr>
<tr>
<td>5</td>
<td>Level, problem, code, skill, student, solving, thinking, program, able, develop</td>
</tr>
<tr>
<td>6</td>
<td>Coding, use, language, task, concept, teaching, taught, student, creative, video</td>
</tr>
</tbody>
</table>

IV. Results

After running LDA iteratively for five to ten topics on students’ reflections and interpreting each solution to answer the main research question, six topics emerged that provided an optimal interpretation (that is, adding more topics seemed to produce redundant information). Table I summarizes the topic model based on participants’ reflections, in six topics, together with the top ten key words (the most probable words in each topic) in descending order per topic (each topic being a distribution over all words). Participants were assigned to the most frequent topic in their reflection. To interpret each topic, both the key words and the most representative sentences for that topic (i.e., sentences with the highest probability for that topic) were examined.

About 6.5% of the student reflections were assigned to Topic 1, whose key words were related to students’ deep reflections about their understanding of the definition of CT. Typical sentences were: “Computational thinking can be described as the thought process that allows for the analysis of a problem and the logical sequence of steps that can be followed to present a solution. This form of thinking is important for understanding how computers think and work. The levels incorporated in the Code.org course provide you with the task of using logical reasoning to place steps in a specific sequence that allows an objective to be completed.”

About 10.1% of student reflections were assigned to Topic 2, whose key words were related to the gamification aspect of the Code.org visual programming activity, and to strategies and attitudes of resilience towards problem solving under the challenges encountered while tackling the Code.org learning task. Typical sentences were: “Introducing coding in a game type format was quite enjoyable, as I feel that had it been in a non-game type delivery, that I would have lost interest and been easily frustrated when I encountered difficulties”. The key words (e.g., “student”) suggest that, in their metacognitive reflections, pre-service teachers took the perspectives of their future students. They considered their teaching impact on their own students’ CT learning, understanding, problem-solving experiences and perceptions.

About 66.7% of the student reflections were assigned to Topic 3, whose key words were related to Topic 2 and to the meaning-making drawn from the assignment activity. Similar
to Topic 2, this topic highlighted the gaming aspect of the assignment that made the task a positive experience. For instance, students used positive-affect words, such as ‘fun’. This topic illustrates CT practices, such as problem decomposition as well as testing and debugging. Typical sentences include: “This assignment improved my ability to solve puzzles, and to break down an action into very small steps. While dealing with some of the more difficult puzzles, it was important to be patient as it took a few tries to get the puzzle correct.” It also emphasizes CT perspectives, such as the persistence needed to solve a challenge, as with to Topic 2.

Only 2.2% of the students were assigned to Topic 4, but it is important to note that students’ reflections were classified based on the most frequent topic in their writing, which often consisted of several topics. This low percentage does not necessarily indicate the topic was rare, but rather that few students used the topic as the main focus in their writing. The key words of Topic 4 were related to CT concepts (e.g., functions) and to specific game experiences and programming solutions. Sample sentences were: “The trickiest part of this level is that you had to insert a command of move forward into each pre-set function, which were ‘remove stack of 4 piles and ‘fill stack of 2 holes’.”

About 11.6% of students were assigned to Topic 5, whose key words were related to CT perspectives, such as strategies and attitudes towards problem solving. For instance: “Often times, if a level seemed too difficult in the moment I would take a break, come back, try again, and eventually solve it.”

About 2.9% of students were assigned to Topic 6, with key words reflective of their experiences with the programming language. Students applied a constructivist lens by meaningfully relating their experiences to prior knowledge, as in: “Working through the coding assignment, I realized that it had its own language. A language that was foreign to me and structured differently than any language I know.”

V. DISCUSSION

This study addressed the main research question of exploring meaningful themes from pre-service teachers’ views on computational thinking, and was conducted in an authentic setting, an undergraduate course, which supports its ecological validity. It contributes to understanding the role that technology has in distilling ideas of CT in pre-service teachers. Reflection narratives on their coding experience constitute a first step in understanding pre-service teachers’ CT preparedness to support their own students in developing CT skills. Based on their CT definitions on the pre-test compared with their post-activity reflection, findings show that the coding activity helped participants reflect more deeply on the fundamentals of CT and on how prepared they are to use CT in their own teaching practice and subject domains. The pre-test CT definitions were similar to those of the control group in Yadav et al.’s quasi-experimental study [20], but the post-activity reflections matched those of the treatment group in that study. Pre-service teachers reflected on their learning by referring to their previously-acquired knowledge and cultural contexts, which suggests a more meaningful engagement with CT. Results were largely in accord with previous research, showing an overall limited understanding of CT. In a study surveying 134 pre-service teachers, researchers found participants had a cursory understanding of CT [16], [20], [49]. In the future, participants will receive a formal lecture on CT and the coding activity.

In line with the CT frameworks outlined above [3], [30], most of the topics identified (e.g., Topics 1, 3, 4, and 5) refer to learning processes and CT concepts (e.g., functions), practices (e.g., problem solving, testing and debugging), and perspectives (e.g., patience, perseverance). For instance, three of the pillars of CT [29] were salient in students’ reflections: algorithmic thinking was exemplified by Topic 1 (“logical sequence of steps that can be followed to present a solution”), while problem decomposition and testing-and-debugging practices were exemplified by Topic 3. This is not surprising, as the Code.org activity was new to the students and they needed to understand and master these skills to perform the task. As the scenarios increased in complexity, students would have had to apply more testing-and-debugging skills to make their code work. Other important cognitive CT tools, such as functions in Topic 4, simulation in Topic 2 (using games as vehicles for CT skills), and meta-cognitive skills in Topic 5 (i.e., perseverance) were highlighted by the analyses.

Many students emphasized in their reflection some fundamental elements of CT. They used CT terminology, showing the incipient stages of developing a “computational-thinking language” to “describe computation, abstraction, and information” [50]. Results from this study echo findings of the treatment group in a study that sampled pre-service teachers, in which the intervention used CT modules to introduce participants to CT in an educational psychology course [20].

In concordance with constructivist learning theories [51], participants related their CT skills to their prior knowledge and experiences (Topic 6) and pointed out challenges (Topics 3 and 4). Importantly, examining pre-service teachers’ attitudes towards CT during problem solving may reveal their approaches to learning by themselves and when they teach their own students. The themes extracted by the topic modeling approach will help teachers adapt their instruction to students’ CT learning challenges, as they have first-hand experience themselves with CT through the Code.org course. Results will also help researchers to evaluate programs of instruction (for example, teaching CT) to determine how different interventions can aid instructors in teaching CT and students in learning CT. Thus, results can contribute to informing and facilitating the teaching and learning of CT. In turn, they can support the preparation of 21st-century learners, empowering them to solve complex problems and contribute productively and innovatively to an increasingly digital society [52].

This study is relevant for the development of CT skills for pre-service teachers because teachers’ knowledge plays an important role in affecting youth’s decisions to pursue higher education in Science, Technology, Engineering, and Mathematics (STEM) fields [13], [53], [54]. Notably, the words “enjoyable” emerging in Topic 2 and “fun” emerging in Topic 3 prompt future sentiment analysis research studies. This is particularly encouraging, as research showed that stereotypes
and negative attitudes toward programming continue to deter many from studying computer science and pursuing careers in technology [55]. In addition, Topic 3 highlighted both “fun” and “difficult”, which in the game environment can be blended to produce the state of flow necessary to persist in the presence of increasing challenges [56]. Moreover, Topic 2 highlighted a desired outcome of an activity such as Code.org, namely interest in the activity due to its game-based nature. Together, Topics 2 and 3 reveal several positive attitudes of pre-service teachers that may lead to more involvement with CT for themselves and, hopefully, for their future students, especially when CT is accompanied by game-based activities.

Empowering learners to acquire and deepen their knowledge of CT can enable them to innovate in a culture of rapid technological change, especially because CT is considered to be a skill for everyone, not only computer scientists, if they are to thrive in the 21st century digital age [5], [7]. Moreover, CT may help reduce inequality, for example, the wage gender gap [57] and the underrepresentation of women in STEM fields [58], because early computing experiences are crucial for cognitive and social development as well as for future participation in STEM fields [13]. Finally, the computational thinking reflective narrative of pre-service teachers has yet to be examined using topic modeling.

A. Limitations

One limitation of this study stems from the method used to analyze the data. It is possible that different topics would emerge if the same analysis were performed on a different dataset, and that the results have limited generalizability. Although it has been found recently that performance of topic models is inconsistent across a wide variety of real-world corpora [24], the present dataset consisted of text reflections of up to 500 words on a specific experience of taking a block-based visual programming course. Student reflections on this experience are thus likely to be similar, given the authenticity of the themes extracted through topic modeling, which were in concordance with similar attitudes emerging from the computational thinking literature. Second, although topic modeling assigns students to the most frequent topic in their reflection and describes themes that are statistically distinguishable, the topics do not necessarily characterize individual students, who may display a combination of complex behaviors. Thus, interpretations of the results must be done with caution. Third, students received either a complete or incomplete mark for submitting their reflections or not. Thus, no comparative qualitative analysis was conducted by a human rater. Future studies will compare the topics identified by humans to those automatically extracted using topic modeling. Fourth, participants’ attitudes were not measured before and after the coding intervention. In a follow-up study, a pre-test and a post-test of attitudes towards CT will be administered. For instance, in the case of in-service teachers, prior research recorded significant improvements in their views on computing science even after a weekend-long CT workshop [21]. Finally, participants were in different years of their program, mostly in years 1 to 3, but all were novices in computing, as is the case with the majority of pre-service teachers.

B. Implications

The insights gained from the results of this study have practical relevance and ramifications for the design of university education courses on CT for pre-service teachers. It is apparent from pre-service teachers’ reflections that they are not only interested in CT skills and in attitudes surrounding CT, but are also interested in the pedagogical aspects of teaching CT, such as in a step-by-step manner as suggested by a participant’s reflection highlighted by Topic 1, and gamification-based as suggested by a participant’s reflection highlighted by Topic 2. Their answers reveal pre-service teachers’ unease with their current preparation for teaching CT, given that CT concepts that are not only challenging to understand in themselves, without having dedicated CT courses in their training programs, but are also challenging to teach to their future students. Further, they manifested an interest in strategies to learn CT, such as exercising patience, decomposing a complex problem into simpler subproblems as suggested by Topics 3 and 5, and revisiting difficult problems as suggested by Topic 5. Universities can benefit from conducting surveys with pre-service teachers and listening to their points of view on CT when developing post-secondary courses, programs of instruction, and assessments. For example, instructors may combine important courses, such as the present Code.org course, with modules on pedagogy and on applying CT in different subjects. This study supports the introduction of computational thinking to pre-service teachers as part of an undergraduate introductory educational technology course. Further supporting these results, related research urged training for pre-service teachers to be better prepared to teach CT in several K-12 subjects [16]. It is believed that appropriate guidance from teachers can enable students to learn to apply CT strategies on their own [59].

C. Future Work

Based on the results of the current study, future research can use topic modeling to extract themes from the course’s forum posts to provide a deeper understanding of students’ topics of interest in each thread. For instance, the themes extracted from these analyses can be used to generate feedback tailored to students’ needs as well as to identify students’ strengths and weaknesses. Moreover, topic modeling can provide a complementary tool that empowers instructors to analyze students’ written output. The topic model that fits the data can identify commonalities and frequent themes that could be missed by a manual analysis of text. The novel topics extracted could be used as the starting point for further analyses or as a point of focus. Specifically, a topic model can prompt an instructor to review examples of student reflections closely related to a topic, together with the top words associated with that topic, to obtain a more in-depth representation of that topic. Future research will focus on pre-service teachers’ preferences for specific topics and on any perceptible change in topics with changes in the content taught.

In future studies, sentiment analysis will be conducted to
further explore pre-service teachers’ attitudes towards computational thinking. Human raters will examine each student reflection and extract themes based on salient CT concepts, practices, and perspectives. These themes will be compared with the LDA-generated topical features. Finally, students’ narratives may reveal information about their learning outcomes. In a recent study, students’ language use in a MOOC helped differentiate lower from higher performers [60]. Thus, future studies will explore the relationship between topics generated using topic modeling and learning outcomes. Because the field still lacks a systematic way of understanding the effect of different topic modeling algorithms on the performance of the topic models, implementations of LDA other than Gibbs sampling, and methods other than LDA, will be applied to this dataset; the resulting models will be compared and contrasted. The introduction of CT in non-education undergraduate courses will also be explored, as prior research found that CT in undergraduate science courses improved students’ attitude and interest in taking computing courses [33]. Based on the present research, it would also be important to ascertain pre-service teachers’ careers for evidence of increased use of computing skills (e.g., how many participants teach computing science courses or use CT principles in other subjects). Also, CT knowledge is thought to aid problem-solving skills in other disciplines [9], [15], so a study that tests this hypothesis focusing on pre-service students’ problem-solving abilities in other courses would be valuable. It would be helpful to know whether participants continued to explore the Code.org website in search for other challenges or whether they manifested interest in other types of CT endeavors. Finally, a follow-up study will examine pre-service teachers’ ability to transfer their CT knowledge, skills, and attitudes to other domains.

VI. CONCLUSION

The study analyzed pre-service teachers’ written reflections on their views on CT after an online programming course. Findings identified separable themes or topics of interest in pre-service teachers’ coding reflections. Results of employing topic modeling, a machine learning modeling technique, to extract topical features from these reflections showed that the coding activity aided pre-service teachers’ understanding of CT. It also showed that participants envisioned integrating CT into their own teaching through algorithmic thinking, abstraction, problem decomposition, and problem solving, beyond the use of computers. Pre-service teachers used CT terms (concepts, practices, and perspectives) and drew many connections between the coding activity and their prior knowledge and experiences. Thus, the model was useful in identifying CT-related reflections in an undergraduate educational technology introductory course. It contributed to deepening and advancing understandings of CT in a population of pre-service teachers, reinforcing the need for ways to incorporate innovative pedagogy aligned with 21st-century competencies. These results constitute a starting point in shaping the role of pre-service teachers in teaching CT and helping post-secondary instructors create differential courses for pre-service teachers that are customized to the knowledge and attitudes of their students towards CT. The findings are important in devising evidence-based teacher-preparation curricula aligned with pre-service teachers’ interests.
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